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“I am the master of my fate, I am the captain of my soul”

from Invictus, by William Ernest Henley
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Abstract

Context. Many GitHub repositories, especially in large organizations, lack clear

or complete descriptions. This reduces the discoverability and usability of valu-

able internal code resources, as developers must manually inspect repository

contents to understand their purpose.

Goal. This study aims to develop a system that automatically generates con-

cise and informative descriptions for GitHub repositories by leveraging large

language models (LLMs). The system is designed to support internal docu-

mentation and repository indexing at scale.

Method. A three-stage pipeline is proposed: metadata extraction, data pre-

processing, and prompt-based description generation using GPT-4o. Prompts

are designed based on the LSP (Language, Software, Purpose) framework, ex-

tended with a user dimension. The system is evaluated on 330 repositories

using BERTScore to assess semantic alignment.

Results. The LLM-generated descriptions outperform both rule-based and ran-

dom baselines in BERTScore F1. In addition, the generated outputs show

strong stylistic and semantic similarity to human-written descriptions, sug-

gesting that the model captures key repository information effectively.

Conclusions. The findings demonstrate that LLMs can be used to generate

developer-friendly summaries from repository metadata. This approach has

practical value for organizations seeking to improve documentation coverage

and support solution recommendation or onboarding workflows.
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1

Introduction

GitHub is one of the most widely used platforms in software development and project

management area. Currently, there are over 420 million repositories stored on GitHub(1).

These repositories contain source code, resources, and other related informations. When

users browse a repository, they can see the repository name, owner, a short description,

main programming language, and contributors. The description field is the only part

that users fill out when creating a repository and provides the first impression of the

repository’s purpose. Since the description is optional (see Figure 1.1), many repositories

have descriptions that are too brief or unclear, or even left empty. This forces developers

to spend time exploring the repository’s content or reading the code to understand what

the repository does. It becomes difficult for developers to determine if a repository fits

their needs when search a solution on Github.

With the volume of Github repositories being so large, manually updating and main-

taining descriptions for every repository is not feasible. Thus, developing a pipeline that

can automatically generate descriptions is very helpful and essential. To address this

problem, Large Language Models (LLMs) shows great potential. LLMs, which are pre-

trained models designed to understand and generate human-like text. In various natural

language processing (NLP) tasks, such as text generation, translation and summarization,

LLMs have shown remarkable performance(2). LLMs are particularly useful when generat-

ing text that requires both understanding of the context and coherence in output, making

them ideal for tasks like summary generation. Traditional methods like rule-based machine

learning systems or manual writing are time-consuming and often inconsistent, especially

when scaling to large datasets.

When applied to GitHub repository analysis, LLMs can extract key information based on

repository’s metadata, code files, documentation, and other resources, and automatically

1



1. INTRODUCTION

Figure 1.1: Example of GitHub repository creation page

generate accurate descriptions. This automated description generation not only improves

efficiency but also produces more precise and meaningful descriptions for each repository.

This improves developers’ efficiency and helps maximize the use of resources on GitHub.

In previous research on GitHub repositories, much of the focus has been on repository

classification and recommendation(3)(4)(5)(6), or on the analysis of specific projects within

certain domains of computer science, such as Deep Learning(7)(8) or Data Science(9)(10).

However, there has been limited research specifically addressing repository descriptions.

For example, Hellman et al. (2021) primarily focus on comparing manual and automated

approaches to generating repository descriptions (11). With the advancement of large

language models (LLMs), there is now a growing opportunity to leverage these models

for automating the generation of more precise and useful descriptions for a wide range

of repositories. This research aims to bridge this gap by exploring a method that not

only automates the generation of repository descriptions using LLMs, but also addresses

the challenges in retrieving and structuring relevant data from repositories to enhance

description quality.
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Towards this direction, we propose a system that extracts structured metadata from

repositories and uses an LLM to generate descriptive summaries.

This study is guided by the following research questions:

• RQ1. How to extract and refine metadata fields to effectively capture the essential

characteristics of a repository?

• RQ2. How to automatically generate precise and useful repository descriptions by

LLM?

To answer these questions, we designed and implemented a comprehensive pipeline that

enables the automatic retrieval of all repositories within a specific organization. It extracts

relevant data from these repositories, which is then preprocessed to ensure quality and

structure. We also developed an efficient prompt for generating repository descriptions

that meet the required standards. Using Azure GPT-4o, we generated descriptions for

repositories based on this prompt. In our experiments, we applied this approach to a ran-

domly sampled set of 330 repositories that already had descriptions. We quantitatively

evaluated the generated outputs using BERTScore and compared them against baselines.

The results help assess both the feasibility and the quality of LLM-based repository sum-

marization.

This research makes the following contributions:

1. A scalable metadata extraction pipeline for GitHub repositories, capable of retrieving

structural, textual, and historical information in a token-aware and batch-friendly format

suitable for LLM consumption.

2. A prompt-based description generation method using GPT-4o, designed to produce

concise and semantically informative repository summaries based on structured input meta-

data.

3. An evaluation framework combining LLM-generated outputs, repository metadata,

and human-written descriptions, assessed through BERTScore.

The remainder of this paper is organized as follows. Section 2 provides the Background,

including an overview of GitHub, large language models, and prompt engineering tech-

niques. Section 3 reviews the Related Work in the field, highlighting previous research on

GitHub repositories and description generation methods. In Section 4, the Methodology

is described in detail, covering the system architecture, data extraction process, data pre-

processing techniques, and the description generation process using large language models.
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1. INTRODUCTION

Section 5 outlines the Evaluation, including the metrics used for assessment and the ex-

perimental setup. The Results of our experiments are presented in Section 6, followed by

a Discussion in Section 7. Finally, Section 8 concludes the paper and outlines potential

future research directions.
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2

Background

2.1 Github

GitHub as a platform Version control plays an important role in software engineering,

helping software engineers track and maintain changes to source code, configuration files,

and other files, etc. With the development of version control systems (VCS)(12), there

are many VCS programs exist. Introduced in 2005, Git is currently the preferred Dis-

tributed Version Control System (DVCS) among developers because of its flexibility and

free for use(13). By using Git, each developer has a full copy of the repository on their

local machine, so they can commit changes independently. GitHub is a cloud-based host-

ing and collaboration platform for developers to store and manage Git repositories online,

Figure 2.1 shows how it works. It allows developers to easily access, update, and manage

project files anytime, anywhere. It providing collaboration tools such as pull requests for

suggesting changes, issue tracking for managing bugs and feature requests, and project

management tools for organizing tasks and tracking progress. Github also integrates con-

tinuous integration and deployment (CI/CD) tools that can automatically test, build, and

deploy. This can help teams streamline the development process and ensure that code

changes do not conflict with existing environment. Additionally, GitHub is the birthplace

of numerous open source projects. There is a strong community where developers can

contribute and collaborate to public repositories, ultimately enhancing the entire software

development ecosystem.

GitHub Repository A repository (or repo) is a storage location where files and their

revision history are kept. In software development, repositories typically contain a project’s

source code as well as other necessary files such as configuration files, documentation,

5



2. BACKGROUND

Figure 2.1: Git and Github

and assets such as images or datasets. GitHub repositories are repositories hosted on

platforms such as GitHub. Unlike local repositories, which exist only on a developer’s

personal computer, remote repositories on GitHub allow team GitHub repositories are

both a storage system and a collaboration tool to help manage a project’s code base over

time.

GitHub repositories contain a variety of metadata that can be accessed through the

GitHub API. These metadata fields provide basic information about this repository, its

contents, and activities. Key fields include:

• Basic Information: Repository ID, name, description, and URL.

• Owner Information: GitHub username, profile URL. This field can help contex-

tualize the repository within the organization or the individual developer’s portfolio.

• Repository Activity: Fork status, size, stars, and open issues count.

• Collaboration: Number of forks, contributors, and associated topics.

6



2.2 Large Language Models

These fields provide essential insights into a repository’s content, activity, and collabora-

tion. To better illustrate how this data is structured, the following screenshot shows a

sample of the fields that can be retrieved from the GitHub API.

Figure 2.2: Sample of the fields retrieved from the GitHub API

2.2 Large Language Models

The concept of language models exists since the 1990s. These models are designed to

predict or generate linguistic units, such as words, phrases, or sentences.(14). With the

evolution of language models, there are four types have introduced, including Statistical

Language Models, Neural Language Models, Pre-trained Language Models, and Large

Language Models. Figure 2.3 illustrates the stages of language model development.

The development of language models reached its fourth stage with the birth of large-scale

7



2. BACKGROUND

Figure 2.3: Language Models development

pre-trained language models, known as Large Language Models (LLMs)(15). LLMs are

trained on vast amounts of textual data, with billions (or more) of parameters. The data

comes from books, websites, and other written content, making LLMs to learn various

language patterns, syntax, and semantics. Those LLMs such as GPT-3 and GPT-4 de-

veloped by OpenAI, utilizes the Transformers architecture and employs deep learning for

training(16). Transformers excel at processing sequential data, making them well-suited

for tasks involving text.

The Large Language Model is widely used in various fields, including in software engi-

neering. There are many professional developers who also use LLM for code generation

and code understanding(17). LLMs can generate code(18, 19) that meets specified require-

ments by processing structure and meaning in natural language text. For example, when
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given a description such as ‘Create a Python function that calculates the factorial of a num-

ber,’ LLMs can generate a correct Python function to implements the desired functionality.

In addition to generating code, LLMs can also understand and interpret code(20, 21). As

LLMs continue to evolve, their ability to assist with more complex coding tasks will become

more advanced. It helps to faster and more efficient software development.

In recent years, several large language models have been developed specifically for code-

related tasks, including code summarization. For example, Code Llama – Instruct(22),

released by Meta, is a special version of the Code Llama model fine-tuned to follow natural

language instructions that including summarizing or explaining code. Another example is

StarCoder(23) and its newer version StarCoder2(24), built by the BigCode project. These

models are trained on trillions of tokens from open-source code and can work with many

programming languages. They perform well in both code generation and code understand-

ing tasks.

2.3 Prompt Engineering

2.3.1 Context of Prompt Engineering

Prompt engineering is the process of designing and refining input prompts to guide a

language model to generate the desired output. The design of the input prompt largely

influences the performance of LLMs, including models like GPT-4. Users of the LLMs

can improve the processing power of the language model for specific tasks through prompt

engineering. A prompt with a set of instructions that directs the LLMs on what kind of

response is expected. The better the prompt, the more relevant, coherent, and accurate

the model’s output will be.

In the context of LLMs, a prompt typically have following elements (see Figure 2.4:

• Context: A brief description or background information that helps model to under-

stand the task and better responses.

• Instructions: A clear guidance or task about what the model is supposed to do.

• Input Data: The specific data or text that the model needs to process.

• Output Indicator: The type or format of the output.

Prompt engineering is the process of refining these four components to ensure that the

model produces accurate, contextually relevant and useful results.

9



2. BACKGROUND

Figure 2.4: Prompt to LLM

2.3.2 Prompt engineering techniques

The concept of prompt engineering was introduced earlier, and next we will introduce

different prompt engineering techniques.

• Zero-Shot Prompting. In zero-shot prompting, the model is given a task without

any examples or demonstrations. LLMs like GPT-3, GPT-4, and Claude 3 have been

trained on vast amounts of data, which makes zero-shot prompting effective(25).

• One-Shot Prompting. One-shot prompting is a prompt that provides a single

example of the task to guide the model. One-shot prompts help the model understand

the structure and expectations for the output. However, the model may not perform

as well on some complex tasks as those with more examples, as it is only given as an

example.

• Few-Shot Prompting. Few-shot prompting provides multiple examples to help

the model understand the task more effectively. This approach is useful for tasks

requiring consistency across multiple examples. However, increasing the number of

examples also leads to an increase in the amount of tokens consumed by input, and

the choice of examples can also affect the output of the model as well as create bias.

• Chain-of-Thought (CoT) Prompting. The three basic prompting techniques

mentioned above are the first step in understanding prompt engineering. They pro-

vide foundational methods that do not require users to know more complex strate-

gies. These techniques are easier to understand and use. On the other hand, CoT

Prompting is a technique for reasoning and logic. It requires users to have a deeper
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understanding of LLMs, especially for tasks that require higher levels of reasoning.

According to Wei et al. (2022)(26), introduced CoT prompting that allows models to

break down multi-step problems into intermediate steps. This process improves the

model’s reasoning abilities, allowing it to handle more complex tasks such as logical

reasoning and problem-solving. Instead of providing a direct answer, CoT prompts

guide the model to explain its thought process, makes the model’s reasoning clearer

and more accurate. In traditional prompting, the model might directly give an answer

without showing any steps. Although this works well for simple tasks, more complex

ones, like reasoning, problem-solving, or multi-step calculations, greatly benefit from

CoT prompting. With CoT prompting, for example, the prompts would add the

thought steps and final answer for a multi-step math problem, just like how humans

solve problems by breaking them down into smaller, logical steps.

• Automatic Chain-of-Thought (Auto-CoT) Prompting. Although CoT im-

proves the reasoning abilities of LLMs, creating high-quality CoT examples manually

is time-consuming and inefficient. Auto-CoT Prompting is an advanced extension of

the CoT technique. Unlike traditional CoT Prompting, where the user manually

provides step-by-step instructions to guide the model through the reasoning process,

Auto-CoT automates this process by adding a "Let’s think step-by-step" prompt. It

allows the language model to generate its own reasoning steps without needing ex-

plicit human input. It automatically identifies the logical structure needed to solve a

problem, makes the reasoning process clearer and more coherent. As a result, Auto-

CoT reduces the need for extensive prompt engineering, making the whole process

more efficient.

• Self-Consistency Prompting. Self-Consistency is an advanced prompting tech-

nique used to improve the reliability and accuracy of outputs generated by LLMs. It

starts by using chain-of-thought prompting to guide the model. Instead of relying on

a single output, the model generates multiple possible answers(27). It then selects

one response that appears most frequently or aligns most closely with the reasoning

and context provided as output. This method helps LLMs produce more reliable and

accurate outputs, making it an effective tool for complex tasks.

There are many other advanced techniques in prompt engineering, such as Reinforcement

Learning with Human Feedback (RLHF), In-Context Learning, and Adaptive Prompting.

However, these are outside the scope of this paper and will not be discussed in detail here.
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Related Work

In this section, we will review research that is relevant to this study. Although there is

limited research directly focused on using Large Language Models (LLMs) for automated

GitHub repository description generation, several studies and techniques are related to this

task.

3.1 Traditional Approaches to Summarization

In our study, we aim to automate the generation of GitHub repository descriptions. Auto-

mated description generation has already been the subject of numerous studies. Hellman

et al. (2021)(11) investigate how developers write repository "About" descriptions on

GitHub and proposes a template called LSP (Language, Software technology, Purpose) for

creating clear, concise Github repository descriptions. It compares manual and natural

language summarization techniques automated generating GitHub repository descriptions.

The research finds that automatically generated summaries were almost as effective as the

original descriptions in terms of content coverage and accuracy. This study uses the LSP

template as a foundation for generating descriptions, which is also adopted in our work to

guide the automatic generation of GitHub repository descriptions.

Doan et al. (2023)(28) introduces GitSum, a novel approach to fill in missing GitHub

repository “About” fields by summarizing the README content. GitSum is built on pre-

trained language Transformer models (using BART and T5 architectures) trained on data

from existing repositories.

Both of these studies rely on traditional summarization techniques, but our approach

differs by utilizing an LLM-based method. The primary reason for this is the large number

of repositories in our dataset that lack README files. To address this, we use LLMs

13



3. RELATED WORK

to analyze other relevant data, such as the repository’s directory structure, entry files

and commit messages, ensuring that the generated descriptions are both coherent and

contextually relevant.

There are also several studies focused on automated summarization for other software

artifacts. Liu et al. (2019)(29) propose a sequence-to-sequence model for generating pull

request (PR) descriptions from commit messages and code comments. Similarly, other

research has focused on code summarization(30)(31) and bug report(32), all of which share

common techniques applicable to our task.

3.2 Summarization Using LLMs

With the development of large language models, research has increasingly focused on gener-

ating summaries using LLMs. Ahmed et al. (2022)(33) explore the use of few-shot learning

with large language models (LLMs) for project-specific code summarization. They find a

GPT-based model Codex can generate high-quality code summaries with just a few ex-

amples. While their work focuses on function-level code summarization using LLMs, our

research differs in its focus on repository-level description generation.

Bhaskar et al. (2023)(34) demonstrate the strong zero-shot summarization ability of

GPT-3.5 on large collection of opinion reviews. The authors develop prompt pipelines

(e.g. recursive summarization and salient-content selection) to summarize large collections

of user reviews with no model training.

Unlike the above two studies that use only one prompt technique, Block et al. (2023)(35)

explored various prompt strategies, including zero-shot, few-shot, and audience-specific

instructions, to generate concise summaries from user interaction logs using ChatGPT.

The authors introduce a recursive summarization technique, inspired by chain-of-thought

prompting, to handle long logs more effectively. They evaluated the impact of these strate-

gies on the quality of the generated summaries, focusing on their effects on factuality,

accuracy, and overall coherence.

These studies highlight various techniques for using LLMs in automated summarization,

ranging from few-shot and zero-shot learning to audience-specific instructions and recursive

summarization. These approaches have influenced the design of prompts in our research,

guiding how we structure inputs to optimize repository description generation for GitHub

repositories.

14



4

Methodology

4.1 Overall System Architecture

To automated generation of descriptions for GitHub repositories, we developed a modular

system architecture that enables large-scale data extraction, preprocessing, and language

model-based text generation. The system is designed to be scalable, adaptable to various

repository structures, and aligned with practical constraints such as API rate limits and

the need for structured storage.

The overall workflow consists of the following core components, each of which will be

discussed in detail in the subsequent sections.

1. GitHub Repository Extraction: This module utilizes the GitHub REST API

to retrieve both metadata and content from all repositories within a target organization.

To reduce redundancy and focus on useful context for description generation, we selec-

tively retain fields that contain potentially descriptive or structural information from the

extensive set returned by the API.

2. Data Preprocessing: The data preprocessing module is responsible for filtering,

cleaning, and structuring the extracted repository data to ensure its suitability for descrip-

tion generation. This includes removing invalid repositories, extracting representative files,

cleaning commit messages, and excluding irrelevant or noisy content such as configuration

files, binaries, or non-informative commits. The result is a clean and informative dataset

that serves as the input to the language model.

3. Description Generation with LLM: The cleaned repository data is then passed

to a large language model—GPT-4o via Azure OpenAI API—to generate a concise, infor-

mative description for each repository that lacks one. The input prompt is carefully con-

structed to include both repository data and generation instructions, guiding the model to

15



4. METHODOLOGY

produce relevant and context-aware outputs. The output is a brief natural language sum-

mary that outlines the repository’s purpose, programming language, primary technologies,

and intended users.

Throughout the entire pipeline, both intermediate and final outputs are persistently

stored in structured JSON files. This includes extracted metadata, cleaned repository

content, and generated descriptions. To support scalability and avoid memory overload,

the data is partitioned into manageable batches (e.g., 200 repositories per file). This design

not only facilitates modular debugging and error recovery at each processing stage, but also

enables seamless integration with downstream components, such as the internal solution

recommendation system.

Figure 4.1: Overall System Architecture

4.2 Data Extraction

We begin the GitHub repository mining process at the dataset generation stage. Using the

GitHub API(https://api.github.com/orgs/{ORG}/repos), we fetched basic information

for 2,218 repositories within the company. From this large volume of basic information, we

identified fields that could be used for generating descriptions and excluded certain fields

that could not provide descriptive information. We used the GitHub API endpoints to

extract the repository’s file contents, commit history, and README file content from each

repository.

Among all the files, README files undoubtedly contain the most descriptive informa-

tion, making them highly valuable for generating descriptions. For example, the work by

Hellman et al.(11) focused solely on analyzing README files. However, we found that

39.4% of repositories lack a README file. In such cases, the repository’s directory struc-

ture can also provide useful information. Additionally, comments within the source code

16
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4.2 Data Extraction

are essential for code analysis, as they offer key insights. The amount of code in each repos-

itory varies, and to avoid excessive storage of source code, we only extract the entry files

(such as main.py or index.js). We implemented a function that extracts the structure and

contents of GitHub repositories. The function traverses the repository directories using a

stack to ensure all paths are visited. It targets files containing specific keywords such as

those for "main", "index", and "app" by checking each file’s name. Files that meet these

criteria are downloaded and stored in the dataset, while the structure of the repository is

maintained.

At the data extraction stage, an important issue is the GitHub API’s rate limit. Each

time we go one level deeper into a directory and extract a file, an API request is made. All

of these requests count towards the personal rate limit of 5,000 requests per hour.To address

this, we implemented a strategy that optimizes requests. By checking the remaining request

quota before making any API calls, we ensure that the system pauses when approaching

the rate limit. If the number of remaining requests falls below a defined threshold, the

process waits until the rate limit resets. This approach minimizes the risk of exceeding

the request limits while maintaining data extraction efficiency. Additionally, we added a

buffer to handle multiple requests in a loop, allowing continuous data fetching without

interruptions.

The extracted dataset includes the fields shown in the Table 4.1.

Table 4.1: Extracted Dataset Fields

Field Name Field Description

name Repository name
size Size of the repository
html_url URL to the repository on GitHub
description User provide Description of the repository (if available)
language Primary programming languages used in the repository
topics User selected topics related to the repository
main_files List of files matched as entry file
commit_messages List of commit messages in the repository
structure List of path refer to repository directory structure
stargazers_count Number of stars received by the repository
forks_count Number of forks of the repository
open_issues_count Number of open issues in the repository

17



4. METHODOLOGY

4.3 Data Preprocessing

After extracting the repository dataset containing the aforementioned fields, we perform

data preprocessing to ensure the data is clean and structured, making it suitable for the

LLM to generate descriptions. We preprocessed the extracted repository according to the

following processes:

Filtering repositories: We focus on ensuring the repository data is accurate and

usable. We remove invalid repositories by skipping those that are empty (size = 0) or

have no code (language is empty). Out of the 2,218 repositories, 49 are empty, and 78

have no code. We add a new field has_description to mark repositories with or without

descriptions. We marked repositories without descriptions, which make up 49.8%. If a

repository already has a description, it is retained. This process helps ensure that only

relevant and complete data is passed on for further processing and description generation.

Preprocessing Repository Files: We process the repository’s file data to ensure that

only representative and relevant files are used by the LLM. We filter entry files by using

regular expressions to match filenames that represent the core purpose of the repository

(e.g., main.*, index.*, app.* like main.py, index.html, app.js). We avoid partial string

matches to prevent errors, such as matching "appointment.js." Irrelevant files, including

configuration files (.config, .yaml, .json), log files (.log, .tmp), and image files (e.g., .png,

.jpg), are excluded to ensure only text-based files are processed.

Filtering commit messages: We extract the most recent 20 commit messages from

each repository to avoid excessive data. We filter out non-informative commits (e.g., "Up-

date README" or "Fix bug") to ensure that only meaningful commit messages, which

provide insights into the repository’s changes, are included for further analysis.

The whole preprocessing procedure shown in Figure 3. This preprocessing ensures that

the data is structured and clean, enabling the LLM to generate accurate and useful de-

scriptions.

Figure 4.2: Data Preprocessing Procedure
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4.4 Description Generation with LLM

4.4.1 LLM Selection

Before starting the process of LLM-based description generation, we need to select an ap-

propriate large language model to perform this task. We selected GPT-4o(36) due to its

high performance and exceptional ability to generate high-quality, contextually relevant

text and handle complex NLP tasks. GPT-4o is particularly effective at understanding

software-related content and has demonstrated fast response times in generating coherent

and meaningful outputs. In the research from independent third party lab METR(37),

GPT-4o’s performance was compared to that of other models, including Claude 3 and

Claude 3.5, across a range of task completion scenarios with varying time limits. The

results indicated that GPT-4o consistently outperformed the other models in terms of the

fraction of tasks completed, even under tight time constraints, demonstrating its efficiency

and effectiveness in generating accurate outputs. The model’s ability to maintain high per-

formance, especially when compared to human performance under similar time restrictions,

further confirms its suitability for automated description generation tasks. Additionally,

its integration with the Azure OpenAI API(38) provides robust enterprise-level support,

including enhanced security and the reliability of Azure’s enterprise commitments. These

features make GPT-4o an ideal choice for generating GitHub repository descriptions effi-

ciently and accurately.

While there are also large language models specifically designed for code summarization,

such as Code LLaMA and StarCoder, these models are typically trained for function-level

summarization, where the input is a single code block or method. However, the goal of this

study is to generate descriptions at the repository level, using metadata, directory struc-

ture, and selected entry files. This requires understanding the broader context of a project,

rather than summarizing a single function. Although DeepSeek-Coder(39) is trained on

repository-level data and performs well in code-related tasks, its performance in code gen-

eration is slightly better than GPT-3 but still behind GPT-4o. In addition, many of these

specialized models are not easily accessible or deployable in enterprise environments. For

these reasons, they were not used in this study.

4.4.2 Criteria for High-Quality Repository Descriptions

To generate meaningful repository descriptions, it is essential to define what constitutes a

useful and high-quality repository description. In many open-source repositories, some de-
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scriptions are clear and detailed, especially in well-maintained projects such as Pacco(40),

brpc(41), and cpprestsdk(42). Others are short, vague, or missing altogether. This varia-

tion makes it difficult to follow a universal standard. Hellman et al. (2021)(11) proposed

the LSP (Language, Software Technology, Purpose) template as a guideline to help devel-

opers write understandable and comprehensive descriptions. In our work, we adopted the

LSP structure as the baseline for describing software repositories. The decision to use and

adapt this structure was based on feedback from internal experts. During the early stage

of the project, we asked several technical staff members to each select five descriptions

from internal repositories that they personally found useful. Most of the selected examples

followed the LSP (Language, Software technology, Purpose) structure. In addition, many

of these examples mentioned the intended users or internal teams, such as “used by the

automation pipeline” or “designed for frontend developers.” Based on this observation, we

extended it with a fourth element: the target user. In an enterprise setting, projects are

often built for specific teams, systems, or workflows. Internal repositories may also involve

domain-specific terminology or abbreviations that are only meaningful to certain users. By

explicitly including the intended user group in the description, we help developers quickly

understand whether a project is relevant to their role or domain. This addition makes it

easier to navigate large, diverse codebases. This extended structure became the basis for

our prompt design.

4.4.3 Prompt Design

The prompt design in this work is based on the description structure defined in Section

4.4.2, which combines the LSP (Language, Software Technology, Purpose) framework pro-

posed by Hellman et al. (2021)(11) with an additional target user dimension. Based on this

extended template, we selected repository descriptions that conform to the LSP structure

to serve as few-shot examples in our prompt design.

To guide the language model in generating consistent and high-quality outputs, we de-

signed a structured few-shot prompt. It was based on the extended LSP template and

included clear instructions. The selected examples show how to describe a repository by

mentioning its programming language, key technologies, purpose, and target users. We

provided two real-world examples to help the model understand both the format and the

tone. These examples are concise, natural, and technically informative. They help the

model generate descriptions similar to those written by developers in real-world settings.

We also tested zero-shot prompts. These prompts only include the task instruction and

repository metadata, without any examples. While they are shorter and more flexible,
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they often produce generic or incomplete outputs. For this reason, we found that zero-shot

prompting was not suitable for our task.

The final prompt includes an expected output format, writing guidelines, and examples.

It ends with a new input containing only repository metadata. The model is expected to

follow the same structure and tone as in the examples. This design helps improve both

the quality and consistency of the generated descriptions.

Table 4.2: Prompt Variants Used for Description Generation

ID Type Structure Overview Generate Output

P1 Zero-shot Task description + repository
metadata

Too long, generic or incom-
plete

P2 Few-shot Examples + new repository
metadata

Not always contain the infor-
mation we want

P3 Few-shot(LSP) LSP with user format struc-
ture + same as P2

Good structure and coverage

P4
Few-shot (LSP)
+ instructions

Same as P3 + instructions Concise natural and readable

These prompt variants were used to explore how structure, examples, and task framing

influence the quality of LLM-generated descriptions. The most effective prompt (P4) was

selected for the final evaluation. A simplified version of the prompt (with omitted examples)

is shown in Figure 4.3.

4.4.4 Repository Description Generation

To automatically generate human-readable descriptions for repositories, we employ a large

language model (LLM), specifically OpenAI’s GPT-4o, in combination with a structured

prompt. The generation process is designed to be scalable and token-efficient, enabling the

model to handle hundreds of repositories without exceeding input limits.

We employ OpenAI’s GPT-4o model via its chat.completions.create endpoint. Each

prompt sent to the LLM consists of two parts: (1) an instruction, which corresponds to

the final prompt variant (P4) described in Section 4.4.2, and (2) a batch of repository data

represented in JSON format. The construction and preprocessing of this data are described

in Section 4.2. The model receives both components as user messages in the chat format.

Table 4.3 summarizes the configuration parameters used for model calls.
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Figure 4.3: Final prompt used for description generation.

The temperature parameter controls the degree of randomness in output generation.

Higher values produce more diverse and creative outputs, while lower values lead to more

focused and fact-based responses. In this study, we fix the temperature to 0 to ensure that

the same input always results in the same output. Repositories are processed in separate

batches. Using a fixed temperature ensures that the model’s output does not change due

to differences in batch content or order. This aligns with our goal of generating precise

and informative technical descriptions based on structured inputs.

Due to the token limits imposed by the API, a dynamic batching strategy was imple-

mented to maximize efficiency while staying within constraints. To manage input size and

maximize efficiency, we implement a token-aware batching strategy. The GPT-4o API

allows a maximum context length of 128,000 tokens per request. To reduce the risk of

exceeding this limit, we conservatively cap each request at 100,000 tokens. Within this

budget, 324 tokens are reserved for the instruction prompt, and 50 tokens are allocated for

each expected description.

22



4.4 Description Generation with LLM

Table 4.3: LLM Configuration Parameters

Parameter Value

Model gpt-4o
API Version 2024-06-01
Temperature 0
Encoding o200k_base
Max Input Tokens 100,000
Expected Generation Tokens 50 per repository

Before generation, the token count of each repository’s JSON-formatted metadata is es-

timated using OpenAI’s official tokenizer (tiktoken). This ensures accurate alignment with

the model’s internal encoding. Repositories are then grouped into batches such that the

total estimated token count remains under the cap. The batch size is adjusted dynamically

based on the actual token size of each repository. This design enables robust and scalable

generation, while avoiding errors caused by token overflow.

23



4. METHODOLOGY

24



5

Evaluation

This section presents the evaluation of the proposed approach, focusing on how the research

questions introduced in Section 1 are addressed in practice.

RQ1 ( How to extract and refine metadata fields to effectively capture the essential char-

acteristics of a repository?) is addressed through the design and implementation of a

metadata extraction and preprocessing pipeline, which focuses not only on data retrieval

but also on selecting meaningful subsets of information for summarization. Since this as-

pect is not the main subject of evaluation, a full explanation of the extraction strategy is

discussed in earlier sections and summarized in the conclusion.

RQ2 (How to automatically generate precise and useful repository descriptions by LLM? )

is addressed through a two-part solution: a prompt-based generation strategy and a quan-

titative evaluation framework. This evaluation aims to to determine whether the descrip-

tions generated by a large language model (LLM) accurately and meaningfully reflect the

content and intent of the source repositories, thus addressing RQ2.

5.1 Evaluation Metrics

We adopt BERTScore(43) as the evaluation metric for this study. BERTScore is a recent

and widely used metric designed to measure the similarity between two texts based on con-

textual embeddings from large pre-trained transformer models such as BERT, RoBERTa,

or DeBERTa(44). Instead of comparing exact n-gram matches as in traditional metrics

like ROUGE or BLEU, BERTScore computes a similarity score between each token in the

generated (candidate) text and the reference text using their vector representations(45).

These token embeddings are derived from deep layers of the transformer model and capture

rich semantic information. Compared to n-gram overlap metrics like ROUGE, BERTScore
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is less sensitive to summary length(46) and has a stronger correlation with human assess-

ments of relevance and coherence(47), making it particularly well-suited for our task.

BERTScore ranging from 0 to 100, where higher values indicate better quality. The final

BERTScore consists of three components, precision and recall measure the quality of the

match between the generated text and the reference text, respectively, while the F1 score

is their reconciled mean.

5.2 Experiment Settings

The evaluation was conducted on a dataset of 1,100 internal GitHub repositories collected

from company codebase. Each repository includes a range of metadata fields, such as the

repository name, primary programming language, list of topics, directory structure, main

files, recent commit messages, README content, the original human-written description,

and the description generated by the LLM.

To perform a quantitative evaluation, we randomly sampled 30% of the dataset, resulting

in a subset of 330 repositories. This subset was used for computing similarity between the

LLM-generated descriptions and reference content acquired from repository metadata.

For each repository, a reference text was constructed by concatenating all metadata

fields except the original description and the LLM-generated description. This design

ensures that the reference captures the content the LLM had access to during generation,

allowing us to assess how well the generated output semantically reflects the input. The

LLM-generated description was treated as the candidate in the evaluation. We employed

BERTScore to measure the semantic similarity between candidate and reference texts,

using the pre-trained microsoft/deberta-large-mnli model. BERTScore providing precision,

recall, and F1 scores.

To avoid memory constraints during computation, the evaluation was performed in

batches of 32 repositories on a GPU. This batching strategy also makes the evaluation

pipeline scalable to larger datasets.

In addition to the LLM-generated descriptions, we include two simple baselines for com-

parison. The first is a random baseline, in which each repository is assigned a description

randomly selected from another repository in the dataset. This serves as a lower bound

and helps verify whether the generated descriptions are meaningfully aligned with the

corresponding repositories.

The second is a rule-based baseline, which constructs a description by concatenating fixed

metadata fields, such as the first 500 characters of the README file (if available) or recent
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commit messages. While simple, this method can still produce reasonable summaries for

well-structured repositories. It allows us to assess whether the LLM offers clear advantages

over fixed-format, rule-based descriptions. All descriptions, including those from baselines,

are evaluated using the same reference construction and BERTScore computation described

above.

As a supplementary analysis, we compare the LLM-generated descriptions against the

original human-written descriptions. This provides insight into how closely the generated

output resembles human summaries in terms of fluency and semantic content.

5.3 Results and Analysis

5.3.1 Main evaluation

We report the evaluation results using BERTScore, comparing the LLM-generated descrip-

tions with two baselines (random and rule-based).

Table 5.1 summarizes the average precision, recall, and F1 scores for all methods.

Table 5.1: BERTScore Comparison Between Description Methods and Metadata Input

Method Precision Recall F1

LLM vs Metadata Input 0.5664 0.3789 0.4499
Rule-Based Baseline 0.4480 0.3600 0.3972
Random Baseline 0.4424 0.3438 0.3863

It is important to note that the difference between the input and output in our setting.

The input to the LLM is not full natural language text. Instead, it consists of structured

metadata and selected filenames. The output is a short description that summarizes the

purpose and function of the repository. Because of this, the input and output do not have

a one-to-one match in wording.

BERTScore compares the meaning of two texts. It works best when both texts are

natural language sentences. In our case, the generated descriptions are not meant to

repeat exact words from the input. Instead, they should express the key ideas in a clear

way. So even if the BERTScore is not very high, it still shows that the model captured

useful information. This makes BERTScore a helpful, although cautious, way to measure

how well the output aligns with the expected description.

As shown in Table 5.1, the LLM-generated descriptions achieve the highest average F1

score (0.4499) when compared to the original repository metadata, outperforming both the
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rule-based (0.3972) and random (0.3863) baselines. This suggests that the LLM is able to

produce summaries that more closely reflect the semantic content of the repository inputs.

The rule-based baseline performs marginally better than the random baseline across all

metrics, but both remain notably below the LLM-generated output. This gap highlights

the LLM’s ability to synthesize contextually meaningful descriptions, rather than simply

rephrasing or combining fixed fields.

Overall, these results suggest that the LLM-based method provides a moderate im-

provement in semantic alignment over basic rule-based or random approaches. While the

gains are not dramatic, they indicate that prompt-based generation offers added value in

scenarios where high-level summaries are desired but manual descriptions are missing or

incomplete.

5.3.2 Comparison Against Human-Written Descriptions

As a supplementary analysis, we evaluate the similarity between the LLM-generated de-

scriptions and the original human-written descriptions available in the dataset. This com-

parison aims to assess the linguistic and semantic resemblance between the generated

output and the way developers typically describe their projects.

It is important to note that these original descriptions are not treated as gold-standard

references. They were directly extracted from the repositories without any quality valida-

tion, and may vary in completeness, style, and accuracy. As such, this evaluation does not

assume that the human-written descriptions are objectively correct. Instead, we use them

as imperfect but realistic reference points to examine whether the generated descriptions

resemble natural developer-authored summaries.

We apply BERTScore in the same manner as in the main evaluation, using the original

description as the reference and the LLM-generated description as the candidate. The

results are presented in Table 5.2.

Table 5.2: BERTScore Between LLM-Generated and Human-Written Descriptions

Comparison Precision Recall F1

LLM vs Human Description 0.5195 0.6257 0.5655

The LLM-generated descriptions achieve an average F1 score of 0.5655 in this compar-

ison. The relatively high recall (0.6257) suggests that the generated outputs often cover

key ideas present in the original descriptions. The slightly lower precision (0.5195) may

indicate the inclusion of general or inferred content not explicitly stated by developers.
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While this evaluation is not part of the core assessment, it provides useful insight into

the human-likeness and naturalness of the generated outputs. These findings suggest that

the LLM is capable of producing developer-friendly summaries that align stylistically and

semantically with real-world descriptions—even in the absence of direct supervision or

reference to the original text.

Figure 5.1: Comparison of BERTScore

Figure 5.1 provides a visual comparison of BERTScore precision, recall, and F1 across

all evaluated methods.
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6

Discussion

This section reflects on the implications of the experimental results in the context of the

research questions defined in this study. The discussion is structured around two primary

objectives: the feasibility of using large language models (LLMs) for generating repository-

level descriptions and the effectiveness of such descriptions in relation to structured meta-

data and human-written references.

RQ1 – How to extract and refine metadata fields to effectively capture the

essential characteristics of a repository? Although not the focus of the evaluation

section, the solution to RQ1 underpins the entire system. A pipeline was developed to

automatically retrieve structured metadata from GitHub repositories. This extraction

pipeline handled batching and API rate limits to support large-scale data processing. The

resulting metadata formed the foundation for LLM prompting and evaluation.

The successful application of this pipeline across 2218 repositories shows that auto-

mated metadata collection can scale to real-world datasets with moderate engineering

effort. While the quality of raw metadata (e.g., README completeness, commit clarity)

remains variable, the design choices ensured that the LLM had access to meaningful and

diverse input information.

RQ2 – How to automatically generate precise and useful repository descrip-

tions by LLM? This research explored a prompt-based approach using GPT-4o to gen-

erate repository-level descriptions from structured metadata. BERTScore results indicate

that LLM-generated descriptions provide stronger semantic alignment with input metadata

than the two baselines.

Although the improvements are moderate, the LLM demonstrates a consistent abil-

ity to synthesize relevant information into readable summaries. The comparison with

human-written descriptions further suggests that the generated outputs share stylistic and
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semantic similarities with real-world developer documentation. These findings indicate

that LLMs can be integrated into internal developer tools to assist with documentation,

indexing, or summarization of code repositories. Especially in large organizations with

hundreds of under-documented repositories, LLMs could provide first-pass summaries to

support onboarding, knowledge sharing, or recommendation systems.

This study did not include human evaluation, partly due to time constraints and partly

because the content often requires domain-specific knowledge. Many repository descrip-

tions involve internal tools, frameworks, or workflows that are difficult to assess accurately

without deep project context. As a result, it would be unreliable to evaluate the out-

puts using only one or two developers without broader consensus or annotated guidelines.

Furthermore, some repositories lacked meaningful metadata (e.g., empty READMEs or

minimal commit messages), which may have constrained the model’s ability to produce

informative outputs. Several directions remain open for future research. First, integrating

human-in-the-loop feedback could improve both description quality and evaluation relia-

bility. Second, prompt optimization techniques such as few-shot learning with curated ex-

amples or retrieval-augmented generation may enhance alignment with user expectations.

Lastly, expanding the evaluation framework to include additional metrics (e.g., factual

consistency, readability, usefulness) would provide a more comprehensive understanding of

output quality.
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Conclusion

Our work presents an automated system for generating descriptive summaries of GitHub

repositories using large language models (LLMs). By combining structured metadata ex-

traction, prompt-based LLM generation, and semantic evaluation, the system addresses

the widespread issue of missing or unclear repository descriptions in large organizations.

Firstly, this work develops a scalable data extraction and preprocessing pipeline tailored

for LLM input, enabling efficient retrieval and structuring of repository metadata. Sec-

ondly, it designs and evaluates prompt strategies based on the LSP (Language, Software,

Purpose) framework, extended with user information to enhance description relevance. Fi-

nally, it introduces a quantitative assessment using BERTScore to measure the semantic

alignment between the generated descriptions, input metadata, and human-written sum-

maries. The results show that LLMs can reliably synthesize repository information into

readable summaries. This work suggests practical applications for internal documentation,

indexing, and recommendation systems. Future research could explore human-in-the-loop

refinement, richer evaluation metrics, and enhanced prompt designs to further improve

output quality and usefulness.
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